| Folding wrong <br> with Flitered | Drawing <br> Swords | Long Live <br> fold-right! | Substiuting <br> Regents | TIARA Is A <br> Recursive <br> Acronym |
| :---: | :---: | :---: | :---: | :---: |
| $\underline{100}$ | $\underline{100}$ | $\underline{100}$ | $\underline{100}$ | $\underline{200}$ |
| $\underline{200}$ | $\underline{200}$ | $\underline{200}$ | $\underline{200}$ | $\underline{400}$ |
| $\underline{300}$ | $\underline{300}$ | $\underline{300}$ | $\underline{300}$ | $\underline{600}$ |
| $\underline{400}$ | $\underline{400}$ | $\underline{400}$ | $\underline{400}$ | $\underline{800}$ |
| $\underline{500}$ | $\underline{500}$ | $\underline{500}$ | $\underline{500}$ | $\underline{1000}$ |

Suppose $\mathbf{x}$ is bound to the list (1 23456 7). Using map, filter, and/or fold-right, write an expression involving $\mathbf{x}$ that returns:
(14916253649)

Suppose $\mathbf{x}$ is bound to the list (1 23456 7). Using map, filter, and/or fold-right, write an expression involving $\mathbf{x}$ that returns:
(14916253649)
(map (lambda (x) (* x x)) x)

Suppose $\mathbf{x}$ is bound to the list (1 23456 7). Using map, filter, and/or fold-right, write an expression involving $\mathbf{x}$ that returns:
$((11)(33)(55)(77))$

Suppose $\mathbf{x}$ is bound to the list
(1 23456 7). Using map, filter, and/or foldright, write an expression involving $\mathbf{x}$ that returns:
$((11)(3)(5)(77))$
( map (I anta (x) (list x x)) (filter odd? $\times$ ))

Suppose $\mathbf{x}$ is bound to the list (1 23456 7). Using map, filter, and/or fold-right, write an expression involving $\mathbf{x}$ that returns:
((2) ((4) ((6) \#)))

Suppose $\mathbf{x}$ is bound to the list
(1 23456 7). Using map, filter, and/or foldright, write an expression involving $\mathbf{x}$ that returns:
((2) ((4) ((6) \#f)))
(fol d-right
(I anbda ( $x$ accum)
(cons (I ist x) (I ist accur) ))
\#f
(filter even? x))

Suppose $\mathbf{x}$ is bound to the list (1 23456 7). Using map, filter, and/or fold-right, write an expression involving $\mathbf{x}$ that returns:

The maximum element of $x$ : 7

Suppose $\mathbf{x}$ is bound to the list (1 23456 7). Using map, filter, and/or fold-right, write an expression involving $\mathbf{x}$ that returns:

The maximum element of $x: 7$
(fol d-right
max
(car x)
(cdr x) )


Suppose $\mathbf{x}$ is bound to the list (1 23456 7). Using map, filter, and/or fold-right, write an expression involving $\mathbf{x}$ that returns:

The last pair of x : (7)

Suppose $\mathbf{x}$ is bound to the list
(1 23456 7). Using map, filter, and/or foldright, write an expression involving $\mathbf{x}$ that returns:

The last pair of x : (7)
Answer: trick question! It's not possible. Map, filter, and fold-right do not give you access to the original list's backbone, they only let you see the values.

# Draw a box-and-pointer diagram for the value produced by the following expression: 

(cons (cons "x" nil)
(cons "y" (cons "z" nil)))

## Draw a box-and-pointer diagram for the value produced by the following expression:

(cons (cons "x" nil)
(cons "y" (cons "z" nil)))


What code will produce the following box-and-pointer diagram?


What code will produce the following box-and-pointer diagram?

( defi ne nul I-nul l (cons ' () ' () )
(define $\times$ (cons (cons (cons ' () null-null)

Write code that will cause the following to be printed:
(12(3((4))) 5))

Write code that will cause the following to be printed:

```
(12(3 (()4))) 5))
```

(I) st 12
(I) st 3
(I isth (list (list 4)))
5))
(cons 1
(cons 2
(cons (cons 3
(cons (cons (cons (cons $4{ }^{\prime}$ ())
' ()) ' ()) (cons 5 '())))
' ( ) ) ) )

Draw a box-and-pointer diagram for the value produced by the following expression:
( map car

$$
\left.\left.\begin{array}{rl}
(1 \text { ist } & (1 \text { ist } 3) \\
& (1 \text { ist } 4) \\
& (1 \text { ist }
\end{array}\right)\right) \text { ) }
$$

Draw a box-and-pointer diagram for the value produced by the following expression:
( map car
(1ist (1ist 3)
(list 4)
(list 5)))


Draw the box-and-pointers diagram for the value of the following expression:
(fol d-right
append
' ()
(Iist (list "a" "b")
(list "c")
(list "d" "e" "f")))

Draw the box-and-pointers diagram for the value of the following expression:
(fold-right append
' ()
(Iist (list "a" "b")
(list "c")
(list "d" "e" "f")) )


Write the following procedure using fold-right:
; Creates a new list with
; the sarre el errents as lst (define (copy-list lst)

Write the following procedure using fold-right:
; Creates a new list with
; the sarre el errents as lst
(define (copy-list lst) (fol d-right cons ' () lst))

Write the following procedure using fold-right:
(define (append Iistl Iist2)
)

Write the following procedure using fold-right:
(define (append listlilist 2)
(fol d-right cons list2 list1))

Write a procedure to reverse a list using fold-right (you may also use length, append, list, and/or cons):
(defi ne (reverse lst)

Write a procedure to reverse a list using fold-right (you may also use length, append, list, and/or cons):
(define (reverse lst)
(fol d-right
(l anbda (new accum) (append accum (list new))
' ( )
(st))

Write the for-all? procedure using foldright. It should return \#t if applying the procedure pred to each element of lst evaluates to \#t.
; ; for-all? :
; ; Iist<A>, (A->bool ean) $->$ bool ean
; ; Examples:
; ; (for-all? (list 1357 ) odd?) $\Rightarrow$ \#t
; ; (for-all? (Iist 1356 ) odd?) $\Rightarrow$ \#
(define (for-all? Ist pred) ... )

Write the for-all? procedure using fold-right. It should return \#t if applying the procedure pred to each element of lst evaluates to \#t.
:; for-all? :
; ; ist<A>, ( $A$->bool ean) $->$ bool ean
; ; Exampl es:
; (for-all? (Iist 1357 ) odd?) $\Rightarrow$ \#t
; ; (for-all? (Iist 1356 ) odd?) $\Rightarrow$ \#
(define (for-all? Ist pred) ( fol d-ri ght
(I anbda (x accum) (and $\operatorname{accum}(\operatorname{pred} x$ )) )
\#
(st))

Write the procedure map in terms of fold-right.
( defi ne ( map pred Ist) ... )

## Write the procedure map in terms of fold-right.

(define (map pred lst)
(fol d-right
(I anbda (x accum)
(cons (pred $x$ ) accum)
' (
(st))

Write the value of the final Scheme expression. Assume the expressions are evaluated in order. Use unspecified, error, or procedure where appropriate..
( (I anbda (x) (+x x) ) 5)

Write the value of the final Scheme expression. Assume the expressions are evaluated in order. Use unspecified, error, or procedure where appropriate..
$((1$ ambda $(x)(+x x)) 5) \Rightarrow 10$

Write the value of the final Scheme expression. Assume the expressions are evaluated in order. Use unspecified, error, or procedure where appropriate..
(define $x$ 5)
(define $y$ 6)
(let ( $x$ 7)
( $y$ x) )
( $+x$ y) )

Write the value of the final Scheme expression. Assume the expressions are evaluated in order. Use unspecified, error, or procedure where appropriate..
(define $\times 5$ )
(define $y$ 6)
( 1 et ( $x$ 7)

$$
\begin{gathered}
(y x)) \\
(+x y)) \Rightarrow 12
\end{gathered}
$$



Write the value of the final Scheme expression. Assume the expressions are evaluated in order. Use unspecified, error, or procedure where appropriate..
( define $x$ 10)
(define y 20)
( define (foo x)
(I anbda (y) ( $-x y$ ))
( (foo y) x)

Write the value of the final Scheme expression. Assume the expressions are evaluated in order. Use unspecified, error, or procedure where appropriate..
( define $x$ 10)
(define y 20)
( define (foo x)
(I anboda (y) ( $-x y$ )) )
$((f o o y) x) \Rightarrow 10$


Write the value of the final Scheme expression. Assume the expressions are evaluated in order. Use unspecified, error, or procedure where appropriate..
( define (inc $x$ ) $(1$ anbda $(y)(+y \quad 1)))$
(inc 1)

Write the value of the final Scheme expression. Assume the expressions are evaluated in order. Use unspecified, error, or procedure where appropriate..
( define (inc $x$ )
(lambda $(y)(+y \quad 1)))$
(inc 1) $\Rightarrow$ compound procedure

Write the value of this Scheme expression. Assume the expressions are evaluated in order. Use unspecified, error, or procedure where appropriate..
( (I ambda $(x y)(x y))$
(I lambda (z)
( 1 lambda (a)

$$
(+a z))) \text { *) }
$$

Write the value of this Scheme expression. Assume the expressions are evaluated in order. Use unspecified, error, or procedure where appropriate..
( (I anbda (x y) (xy))
(l anbda (z)
(I ambda (a)

$$
(+a z))) \text { *) }
$$

$\Rightarrow$ compound procedure (note: the procedure will generate an error if evaluated)

What is the time order of growth of the following procedure? You may assume that $\mathbf{x}$ and $\mathbf{y}$ are nonnegative integers.
(def ne (bar $x y$ )

$$
(i f(<x 0)
$$

\#
$(\operatorname{bar}(+x$ 1) $(+y y)))$

What is the time order of growth of the following procedure? You may assume that $\mathbf{x}$ and $\mathbf{y}$ are nonnegative integers.
( def i ne (bar $x y$ )

$$
(i f \quad(<x \quad 0)
$$

\#
$(\operatorname{bar}(+x$ 1) $(+y y)))$
$\Rightarrow$ i nf i ni te (bad test condition)

## What is the time order of growth of setdifference?

```
; set-contains? : set<A>,A -> boolean Theta(log n)
; set->list : set<A> -> list<A> Theta(n)
; list->set : list<A> > set<A> Theta(n log n)
```

;; Returns the set containing all elements in a that are not in $b$
( define (set-difference a b)
(let ((a-list (set->ist a)))
(list->set
(filter
(I ambda ( $x$ )
( not (set-contains? b x)))
a-list))))
; example:
(define a (list 1234 5))
(define b (list 345 6))
(set-difference $a \operatorname{b}) ;->(12)$

## What is the time order of growth of setdifference?

; set-contains? : set<A>,A $\rightarrow$ boolean Theta( $\log \mathrm{n})$
; set->list $\quad$ : set<A> $\rightarrow$ list<A> Theta(n)
; list->set $\quad$ list<A> $\quad \rightarrow$ set<A> Theta( $n \log n$ )
;; Returns the set containing all elements in a that are not in $b$
(define (set-difference a b)
(let ((a-list (set->ist a)))
( I i st->set
(filter
(l anbda (x)
( not (set-contai ns? b x)))
a) ) ) )

Ti re OOG $\Rightarrow$ Theta( $n$ log $n$ ) Note: $n+(n \log n)+(n \log n)$

## What's the longest time it will take to guess the number?

( defi ne ( make-adversary number)
( I anbda ( $x$ )

```
(cond ( (<x number) "bi gger")
    (( = x number) "foound it")
    ((> x number) "smaller"))))
```

( define ( guess-number adversary min max)
( I et* ( ( mid (quotient ( + min max) 2) ) (reply (adversary mid)))
( cond ( (equal ? reply "smal ler" ) ( guess-number adversary mi n mid)) ( (equal ? reply "found it") mid) ( (equal ? reply "bi gger" ) (guess-number adversary mi d max)))))
; Usage example:
( guess-number ( make-adversary 7) 1 100)

What's the longest time it will take to guess the number?
( defi ne ( make- adversary number) ...)
( define (guess-number adversary mi $n$ max)
( 1 et* ( ( mid (quotient ( + min max) 2)) (reply (adversary mid)))

```
( cond (( equal ? repl y "smal l er" )
                                (guess-number adversary mi n mi d))
                                ((equal ? reply "found it") mi d)
        ((equal ? reply "bi gger" )
        (guess-number adversary mi d max)))))
```

Answer: Theta(log max-min)

## Write a procedure, fold-left, that works like fold-right, but

 processes elements of the list in left-to-right order and is iterative.```
(define (fold-right op init lst)
    (if (null? Ist)
        i nit
        (op (car lst)
                        (fold-right op init (cdr lst)))))
```

(define (fold-I eft op init lst)
(if (null? lst)
init
(fold-I eft op (op (car Ist) init) (cdr lst))))
(fold-right cons '() (list 12345 ))
$; \Rightarrow\left(\begin{array}{lllll}1 & 2 & 3 & 4\end{array}\right)$
(fold-left cons '() (list 122345$)$ )
; $\Rightarrow\left(\begin{array}{lllll}5 & 4 & 3 & 2 & 1\end{array}\right)$

Write a procedure, fold-left, that works like fold-right, but processes elements of the list in left-to-right order and is iterative.
(define (fold-right op init lIst)
(if (null? l st)
init
(op (car last)
(fol d-right op init (cdr list))))
(define (fo ld-I eft op init lost)
(if (null ? st)
i ni t
(fo ld-I eft op
(op (car l st) init)
(cdr l st))) )


What is the order-of-growth in time and space for unknown-costs?
( define (costs-n-n n)
(if
$(+n(\operatorname{costs}-n-n(-n 1))))$
( define (costs-n-1 n)
(if ( $<=n O$ ) 0 $(\operatorname{costs-n-1}(-n 1))))$
( defi ne (unknown-costs n)
( defi ne (hel per nl $n 2$ )
(if (> n1 (* n2 n2 n2))
(costs-n-n (costs-n-1 nl))
(hel per ( $+n 12$ ) $n 2$ ) ) )
( hel per 1 n ) )

What is the order-of-growth in time and space for unknown-costs?
( define (costs-n-n n)
(if $(\ll \mathrm{n}$ )
0
$(+n(\operatorname{costs}-n-n(-n$ l) $))))$
( define (costs-n-1 n)
(if (< f O)
0
$($ costs -n-1 (- $n$ 1))))
( def ne (unknown-costs $n$ )
( def ne (hel per nl ni)
(if (> ni (* ni nz nZ))
(costs-n-n (costs-n-1 nl))
(hel per (+nl 2) nZ)) )
( hel per 1 n) )
; ; OOG ti re : $n \wedge 3$ (Notes: $n \wedge 3+n \wedge 3+1$ )
; OOG space: 1 (Notes: $1+1+1-$ final call
costs-n-n is passed O)


