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Abstract

We consider the approximate sparse recovery problem, where the goal is to (approximately)
recover a high-dimensional vector x ∈ R

n from its lower-dimensional sketch Ax ∈ R
m. Specif-

ically, we focus on the sparse recovery problem in the L1 norm: for a parameter k, given the
sketch Ax, compute an approximation x̂ of x such that the L1 approximation error ‖x − x̂‖1
is close to minx′ ‖x − x′‖1, where x′ ranges over all vectors with at most k terms. The sparse
recovery problem has been subject to extensive research over the last few years. Many solutions
to this problem have been discovered, achieving different trade-offs between various attributes,
such as the sketch length, encoding and recovery times.

In this paper we provide a sparse recovery scheme which achieves close to optimal perfor-
mance on virtually all attributes (see Figure 1). In particular, this is the first scheme that
guarantees O(k log(n/k)) sketch length, and near-linear O(n log(n/k)) recovery time simultane-
ously. It also features low encoding and update times, and is noise-resilient.

1 Introduction

Over the recent years, a new approach for obtaining a succinct approximate representation of n-
dimensional vectors (or signals) has been discovered. For any signal x, the representation is equal
to Ax, where A is a m×n matrix. The vector Ax is often referred to as the measurement vector or
sketch of x. Although m is typically much smaller than n, the sketch Ax contains plenty of useful
information about the signal x.

The linearity of the sketching method is very convenient for a wide variety of applications. In
the area of data stream computing [Mut03, Ind07], the vectors x are often very large, and cannot be
represented explicitly; for example, xi could denote the total number of packets with destination i
passing through a network router. It is thus preferable to maintain instead the sketch Ax, under
incremental updates to x. Specifically, if a new packet arrives, the corresponding coordinate of x
is incremented by 1. This can be easily done if the sketching procedure is linear. In the area of
compressed sensing [CRT06a, Don06, TLW+06, DDT+08], the data acquisition itself is done using
(analog or digital) hardware, which is capable of computing a dot product of the measurement
vector and the signal at a unit cost. Other applications include breaking privacy of databases via
aggregate queries [DMT07].

In this paper, we focus on using linear sketches Ax to compute sparse approximations of x.
Formally, we say that a vector y is k-sparse if it contains at most k non-zero entries. The goal is to
find a vector x̂ such that the `p approximation error ‖x − x̂‖p is at most c > 0 times the smallest
possible `q approximation error ‖x−x′‖q, where x′ ranges over all k-sparse vectors (we denote this
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type of guarantee by “`p ≤ c `q”). Note that for any value of q, the error ‖x − x̂‖q is minimized
when x̂ consists of the k largest (in magnitude) coefficients of x.

The problem has been subject to an extensive research over the last few years, in several differ-
ent research communities, including applied mathematics, digital signal processing and theoretical
computer science. The goal of that research was to obtain encoding and recovery schemes with low
probability of error (ideally, deterministic1 schemes), short sketch lengths, low encoding, update
and recovery times, good approximation error bounds and resilient to measurement noise. The
current state of the art is presented in Figure 1. In the same figure we also show the best known
bound for each of the aforementioned attributes of the algorithms (see the caption for further
explanation).

Our result. The main result of this paper is a very efficient sparse recovery scheme, with
parameters as depicted in the last row of Figure 1. Up to the leading constants, the scheme
achieves the best known bounds for: the error probability (our scheme is deterministic), sketch
length, encoding and update times. Its decoding time is in general incomparable to the best prior
bounds; however, it provides an improvement for k large enough. Finally, our scheme is resilient to
noise (see Theorem 10 for the exact guarantee). The only drawback of our scheme is the `1 ≤ C`1

error guarantee, which is known [CDD06] to be weaker than the `2 ≤ C
k1/2 `1 guarantee achievable

by some of the earlier schemes (although given that our scheme can be instantiated with C = 1+ ε
for any ε > 0, our guarantees are technically incomparable to those of [DM08, NT08]).

The efficiency with respect to many attributes makes our scheme an attractive option for sparse
recovery problems. In particular, this is the first scheme that guarantees the O(k log(n/k)) sketch
length, and the near-linear decoding time simultaneously. Both attributes are of key importance:
the sketch length determines the compression ratio (so any extra log n factor can reduce that ratio
tenfold), while running times of Ω(nk) can quickly become prohibitive for n large enough (say,
n = 1000, 000).

Our techniques. We use an adjacency matrix of an unbalanced expander as the encoding
matrix A. Since such matrices can be very sparse (with only O(log(n/k)) ones per column), the
resulting scheme has very efficient encoding and update times. To make the scheme fully efficient,
we also design a very fast recovery procedure that we call Expander Matching Pursuit (EMP)
(Figure 2). The procedure roughly resembles the “greedy iterative approach” (a.k.a. Orthogonal
Matching Pursuit [Tro04, TG05, NV07, DM08, NT08]), where the idea is to iteratively identify and
eliminate “large” coefficients. However, in our procedure, the “large” coefficients are identified only
at the beginning (in Step 1). In the remainder of the procedure, the choice of coordinates to iterate
on is based on the structure of the expander matrix A, rather than the estimated magnitudes of
coefficients.

We remark that the use of adjacency matrices of sparse random or expander graphs as encoding
matrices for sparse approximation problems is not new; see, e.g., [CCFC02, CM06, CM04, GSTV06,
GSTV07, XH07, Ind08, GLR08, BGI+08] for related work. However, all previous schemes were
sub-optimal is some respects. In particular, the schemes of [CCFC02, CM06, CM04] provided only
randomized guarantees and slightly worse measurement bounds; the sublinear-time algorithms
of [GSTV06, GSTV07, Ind08] incurred polylogarithmic overhead in the number of measurements;
the result of [XH07] was shown only for vectors x that are themselves k-sparse (or are slight

1We use the term “deterministic” for a scheme in which one matrix A works for all signals x, and “randomized”
for a scheme that generates a “random” matrix A which, for each signal x, works with probability 1− 1/n. However,
“deterministic” does not mean “explicit” – we allow the matrix A to be constructed using the probabilistic method.
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Paper R/D Sketch length Encoding time Sparsity/ Decoding time Approximation Noise
Update time error

[CCFC02, CM06] R k logd n n logd n logd n k logd n `2 ≤ C`2
R k log n n log n log n n log n `2 ≤ C`2

[CM04] R k logd n n logd n logd n k logd n `1 ≤ C`1
R k log n n log n log n n log n `1 ≤ C`1

[CRT06b] D k log(n/k) nk log(n/k) k log(n/k) LP `2 ≤ C

k1/2
`1 Y

D k logd n n log n k logd n LP `2 ≤
C

k1/2
`1 Y

[GSTV06] D k logd n n logd n logd n k logd n `1 ≤ C log n`1 Y

[GSTV07] D k logd n n logd n logd n k2 logd n `2 ≤ ε

k1/2
`1

[GLR08] D k(log n)d log log log n kn1−a n1−a LP `2 ≤
C

k1/2
`1

(k “large”)

[BGI+08] D k log(n/k) n log(n/k) log(n/k) LP `1 ≤ C`1 Y

[DM08] D k log(n/k) nk log(n/k) k log(n/k) nk log(n/k) log R `2 ≤
C

k1/2
`1 Y

[NT08] D k log(n/k) nk log(n/k) k log(n/k) nk log(n/k) log R `2 ≤
C

k1/2
`1 Y

D k logd n n log n k logd n n log n log R `2 ≤
C

k1/2
`1 Y

Best bounds D k log(n/k) n log(n/k) log(n/k) min[k logd n, `2 ≤ ε

k1/2
`1 Y

per each column n log n]

This paper D k log(n/k) n log(n/k) log(n/k) n log(n/k) `1 ≤ (1 + ε)`1 Y

Figure 1: Summary of the sparse recovery results. Virtually all references can be found at [Gro06]. All
bounds ignore the O(·) constants. We also ignore other aspects, such as explicitness or universality of the
measurement matrices. We present only the algorithms that work for arbitrary vectors x, while many other
results are known for the case where the vector x itself is required to be k-sparse, e.g., see [TG05, DWB05,
Don06, XH07]. The columns describe: citation; sketch type, deterministic or randomized; sketch length; time
to compute Ax given x; time to update Ax after incrementing one of the coordinates of x; time to recover an
approximation of x given Ax (below); approximation guarantee (below); does the algorithm tolerate noisy
measurement vectors of the form Ax + ν. The parameters C > 1, d ≥ 2 and a > 0 denote some absolute
constants, possibly different in each row. The parameter ε denotes any positive constant. We assume that
k < n/2. In the decoding time column LP=LP(n, m, T ) denotes the time needed to solve a linear program
defined by an m × n matrix A which supports matrix-vector multiplication (i.e., the encoding) in time T .
Heuristic arguments indicate that LP(n, m, T ) ≈ √nT if the interior-point method is employed. Some of
the running times of the algorithms depend on the “precision parameter” R, which is always bounded from
the above by ‖x‖2 if the coordinates of x are integers. It is known [CDD06] that “`2 ≤ c

k1/2
`1” implies

“`1 ≤ (1 + O(c))`1”, and that it is impossible to achieve “`2 ≤ C`2” deterministically unless the number of
measurements is Ω(n).
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generalizations of thereof); the matrices employed in [GLR08] had only sublinear, not logarithmic
sparsity; and the decoding algorithm of [BGI+08] required solving a linear program, resulting
in Ω(n3/2) running time.

Practicality of the algorithm and further developments. We have implemented a version
of the EMP algorithm. As expected, the algorithm runs very fast. However, the number of
measurements required by the algorithm to achieve correct recovery is somewhat suboptimal. In
particular, we performed recovery experiments on random signed k-sparse signals of length n. For
k = 50 and n = 20000, one typically needs about 5000 measurements to recover the signal. In
comparison, the linear-programming-based recovery algorithm [BGI+08] requires only about 450
measurements to perform the same task2.

Very recently, based on the ideas from this paper as well as from [BGI+08, NT08], we have
developed an improved algorithm for the sparse recovery problem [IR08]. The running time of
the new algorithm, called Sparse Matching Pursuit, or SMP, is slightly higher (by a logarithmic
factor) than of EMP, and has the same asymptotic bound on the number of required measure-
ments. However, empirically, the algorithm performs successful recovery from a smaller number of
measurements. In particular, for the instances described earlier, SMP typically needs about 1800
measurements. See [IR08] for further empirical evaluation.

2 Preliminaries about expander graphs

An essential tool for our constructions are unbalanced expander graphs. Consider a bipartite graph
G = (U, V,E). We refer to U as the “left” part, and refer to V as the “right” part; a vertex
belonging to the left (right) part is called a left (right) vertex. In our constructions the left part
will correspond to the set {1, 2, . . . , n} of coordinate indexes of vector x, and the right part will
correspond to the set of row indexes of the measurement matrix. A bipartite graph is called
left-d-regular if every vertex in the left part has exactly d neighbors in the right part.

Definition 1. A bipartite, left-d-regular graph G = (U, V,E) is an (s, d, ε)-expander if any set
S ⊂ U of at most s left vertices has at least (1− ε)d|S| neighbors.

Since expander graphs are meaningful only when |V | < d|U |, some vertices must share neighbors,
and hence the parameter ε cannot be smaller than 1/d. Using the probabilistic method one can
show that there exist (s, d, ε)-expanders with d = O(log(|U |/s)/ε) and |V | = O(s log(|U |/s)/ε2).

For many applications one usually needs an explicit expander, i.e., an expander for which we
can efficiently compute the neighbor set of a given left vertex. No explicit constructions with the
aforementioned (optimal) parameters are known. However, it is known [GUV07] how to explicitly
construct expanders with left degree d = O((log |U |)(log s)/ε)1+1/α and right set size O(d2s1+α),
for any fixed α > 0. In the remainder of this paper, we will assume expanders with the optimal
parameters.

The set of neighbors of a set S ⊂ U is denoted by

ΓG(S) = {v ∈ V | (∃u ∈ S) (u, v) ∈ E} .

The subscript G will be omitted when it is understood, and we write Γ(u) as a shorthand for
Γ({u}). Recall that the unique existential quantifier is denoted by ∃! – it can be read as “there

2For both algorithms we used randomly generated graphs with left degree equal to 20.
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exists a unique”. Let
ΦG(S) = {v ∈ V | (∃!u ∈ S) (u, v) ∈ E} .

We call the elements of ΦG(S) unique neighbor nodes.
We will make use of the well-known fact that high expansion implies that any small set has

many unique neighbors.

Lemma 1. For any S ⊂ U such that |S| ≤ s, we have |ΦG(S)| ≥ (1− 2ε)d|S|.

Lemma 2. Let S ′ = {u ∈ S : |Γ(u)∩Φ(S)| ≥ (1−λ)d}, for a given λ ≥ 2ε. Then |S ′| > (1− 2ε
λ )|S|.

Proof. Let m = |S|, and suppose that |S ′| = m − k. Let k∗ be the largest integer that satisfies
k∗(1−λ)d+(m− k∗)d > |Φ(S)|. It is easy to see that k∗ is never smaller than k = m− |S ′|. Using
Lemma 1 to lower bound |Φ(S)| gives k∗ < 2ε

λ m.

In the special case when λ = 2ε the set S ′ contains at least one element.

3 Sparse recovery

We consider linear sketches of form Ax, where A is an m×n adjacency matrix of a (s, d, ε)-expander
G, where s = 4k, d = O( 1

ε log n
k ), m = O( k

ε2 log n
k ) and ε < 1/16. We will consider the general case

of noisy measurements. Let c = Ax + ν be a sketch vector contaminated with noise ν.
We use K to denote the set of k indexes of coordinates of x having k largest magnitudes (ties

are broken arbitrarily). In other words, xK is a best k-term approximation to x. For a coordinate
subset I we will write xI to denote the vector obtained from x by zeroing-out all entries outside of
I.

3.1 Algorithm

The outline of the recovery algorithm is given in Figure 2. Note that the nonzero components of
the approximation x̂ are confined to the set Ī. The set Ī can be computed as as follows. First,
observe that the set Ī is uniquely defined. The following claim establishes that |Ī| < 4k.

Claim 3. Let γ be a constant value larger than ε. Suppose that I ⊂ {1, 2, . . . , n} is a given set of
coordinate positions, with |I| ≤ (1− ε

γ )s. Let J be the smallest-size superset of I with the property
that

(∀j ∈ {1, 2, . . . , n} \ J) |Γ(j) ∩ Γ(I)| ≤ γd . (3)

The size of the set J is smaller than (1− ε
γ )−1|I|.

Proof. Because J is the smallest-size superset of I satisfying (3), it follows that there exists a
sequence of indexes (j1, . . . , jl), with l = |J | − |I|, such that {j1, . . . , jl} = J \ I and

|Γ(jk+1) ∩ Γ(I ∪ {j1, . . . , jk})| > γd .

Therefore, we have that d|J | − |Γ(J)| > γdl, and then d(|J | − γl) > |Γ(J)| ≥ (1 − ε)d|J |. We see
that γl < ε|J |, and thus (γ − ε)|J | < γ|I|.
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Expander Matching Pursuit

1. Compute x∗ = x∗(c) such that for any i = 1 . . . n:

x∗
i (c) = median(cj1 , cj2 , . . . , cjd

) , (1)

where {j1, . . . , jd} = Γ(i);

2. Find the set I consisting of 2k indexes of the coordinates of x∗ of highest magnitudes, breaking
ties arbitrarily;

3. Find the set Ī being the smallest-size superset of I such that

(∀i ∈ {1, 2, . . . , n} \ Ī) |Γ(i) ∩ Γ(Ī)| ≤ 2εd ; (2)

(we provide a more detailed description of this step later in this section)

4. x̂← 0 ;

5. j ← 1 ; Ij ← Ī ;

6. Repeat the following sequence of steps until Ij = ∅:

(a) Find I ′j = {i ∈ Ij : |Γ(i) ∩ Φ(Ij)| ≥ (1− 2ε)d} ;

(b) x∗ ← x∗(c) ;

(c) x̂I′j
← x∗

I′j
;

(d) c← c−Ax∗
I′j

;

(e) Ij+1 ← Ij \ I ′j ; j ← j + 1 ;

Figure 2: Recovery algorithm
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We now discuss the procedure for finding Ī, together with the running time analysis. Initially,
we let Ī be equal to I. The algorithm maintains a priority queue over the set {1, 2, . . . , n} \ Ī, with
the priority of element i being |Γ(i) ∩Γ(Ī)|. Each vertex from V \ Γ(Ī) will have an associated list
of references to the elements of the priority queue that have it as a neighbor. When a vertex from
V enters the set Γ(Ī) the priorities of the corresponding elements are updated. Elements whose
priorities become higher than 2εd are added to the set Ī. The priority queue can be implemented
as an array of 2εd linked lists, so that every required operation runs in constant time. The entire
process takes a time of O(nd), since we can attribute a unit cost of work to every edge of G. The
algorithm uses O(n) words of storage (in addition to the space used to store the matrix A). A more
space-efficient (but slightly slower) algorithm is described in the appendix.

Total running time of step 6 of the algorithm is O(kd). The procedure that performs step 6.a
uses a similar method with a priority queue, only that here elements get extracted from the set,
and priorities are decreasing. This part uses O(kd) words of storage.

In the remainder of this section we will focus on proving the approximation bounds. We start
from technical lemmas providing guarantees for the initial approximation vector x∗. Then we give
the proof of the approximation guarantee.

3.2 Technical lemmas

The statement of the following lemma may look somewhat unintuitive, due to the fact that its
formulation needs to allow a proof by induction. More intuitive error bounds for estimates x∗

i will
be presented in Theorem 5.

Lemma 4. Let I, J, L,M ⊂ {1, 2, . . . , n} be given sets of coordinate positions such that

• |I| ≤ s/2;

• I, J, L,M are mutually disjoint, and I ∪ J ∪ L ∪M = {1, 2, . . . , n};

• (∀l ∈ L)(|Γ(l) ∩ Γ(I)| ≤ 2εd);

• (∀i ∈ I)(|Γ(i) ∩ Γ(M)| ≤ αd), where α < 1/2− 2ε.

There exist a chain of subsets of I and a family of disjoint subsets of J , which we respectively write
as I = I0 ⊃ I1 ⊃ . . . ⊃ Iq and {J0, J1, . . . , Jq} 3, satisfying the following two properties:

‖xI − x∗
I‖1 ≤ (1/2 − 2ε− α)−1

(

2ε‖xI‖1 +
1

d
‖(AxL)Γ(I)‖1 +

+
1

d

q
∑

k=0

‖(AxJk
)Γ(Ik)‖1 +

1

d
‖νΓ(I)‖1

)

,

and (∀j ∈ Jk)(|Γ(j) ∩ Γ(Ik)| ≤ 2εd), for 0 ≤ k ≤ q.

Proof. We will prove the claim by induction on the size of the set I. Suppose first that |I| = 1,
that is I = {i} for some i. In this case we have that q = 0 and J0 = J . Consider the multiset
φ = {cv1

, cv2
, . . . , cvl

} such that vk are the indexes from Γ(i) \M (therefore l ≥ (1 − α)d). The
estimate x∗

i will have a rank between d/2− (d− l) and d/2 with respect to the multiset φ (the value

3Some of the subsets may be empty; thus we cannot call this family a partition of J .
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x∗
i need not be equal to one of the elements of φ). In other words, at least (1/2−α)d elements of φ

are not larger than x∗
i , and at at least (1/2−α)d elements of φ are not smaller than x∗

i . Therefore
in any case (xi < x∗

i or xi > x∗
i ) we have that

(1/2 − α)d |xi − x∗
i | ≤ ‖(Ax{i} − c)Γ(i)\M‖1 ≤ ‖(AxL∪J0

+ ν)Γ(I)‖1
≤ ‖(AxL)Γ(I)‖1 + ‖(AxJ0

)Γ(I)‖1 + ‖νΓ(I)‖1 ,

which proves the claim for the case |I| = 1.
Now suppose that |I| > 1 and that the claim is true for index sets of smaller sizes. Let

J∗ = {j ∈ J : |Γ(j) ∩ Γ(I)| > 2εd}. Because of the expansion property of the graph G and the
condition that |I| ≤ s/2, the size of J ∗ can be at most |I|. Let

I ′ = {i ∈ I : |Γ(i) ∩ Φ(I ∪ J ∗)| ≥ (1− 2ε)d} .

We will have that for any i ∈ I ′ the influence of other entries from xI∪J∗ to the estimate x∗
i is

relatively minor. Since all elements from J ∗ have less than (1 − 2ε)d unique neighbor nodes with
respect to the set I ∪ J ∗, from Lemma 2 we conclude that |I ′| ≥ 1. Let I1 = I \ I ′, and apply the
induction hypothesis to the set I1, with I ′ and J \ J∗ merged with the set L. Let the returned
quasi-partition of J ∗ be {J ′

0, J
′
1, . . . , J

′
q−1}. We make assignments Jk+1 = J ′

k, 0 ≤ k < q, and
J0 = J \ J∗.

By the triangle inequality and the induction hypothesis we have that

‖xI − x∗
I‖1 ≤ ‖xI′ − x∗

I′‖1 + (1/2 − 2ε− α)−1
(

2ε‖xI1‖1 + (4)

+
1

d
‖(AxI′∪L∪J0

)Γ(I1)‖1 +
1

d

q
∑

k=1

‖(AxJk
)Γ(Ik)‖1 +

1

d
‖νΓ(I1)‖1

)

.

To upper-bound ‖(AxI′)Γ(I1)‖1 we use the fact that with respect to the graph G each i ∈ I ′ has at
most 2εd adjacent nodes shared with the elements of I1.

‖(AxI′)Γ(I1)‖1 ≤
∑

i∈I′

‖(Ax{i})Γ(I1)‖1 ≤
∑

i∈I′

2εd|xi| = 2εd‖xI′‖1 .

Now we will analyse estimation error for coordinates in I ′. For any i ∈ I ′ consider the multiset
φ(i) = {cv1

, cv2
, . . . , cvl

} such that vk are the indexes from Γ(i) ∩ Φ(I ∪ J ∗ ∪M) (therefore l ≥
(1 − 2ε − α)d). The estimate x∗

i will have a rank between d/2 − (d − l) and d/2 with respect to
the multiset φ(i) (the value x∗

i need not be equal to one of the elements of φ(i)). In other words,
at least (1/2 − 2ε − α)d elements of φ(i) are not larger than x∗

i , and at at least (1/2 − 2ε − α)d
elements of φ(i) are not smaller than x∗

i . Therefore,

‖(Ax{i} − c)Γ(i)∩Φ(I∪J∗∪M)‖1 ≥ (1/2 − 2ε− α)d |xi − x∗
i | .

By aggregating over all i ∈ I ′ we get

(1/2 − 2ε− α)d ‖xI′ − x∗
I′‖1 ≤ ‖(AxI′ − c)Γ(I′)∩Φ(I∪J∗∪M)‖1 ≤

≤ ‖(AxL∪J0
+ ν)Γ(I′)∩Φ(I∪J∗∪M)‖1 ≤

≤ ‖(AxL)Γ(I′)∩Φ(I∪J∗∪M)‖1 +

+ ‖(AxJ0
)Γ(I′)∩Φ(I∪J∗∪M)‖1 +

+ ‖νΓ(I′)∩Φ(I∪J∗∪M)‖1 .
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These terms are substituted into (4). Observe that the following four inequalities hold

‖(AxL)Γ(I′)∩Φ(I∪J∗∪M)‖1 + ‖(AxL)Γ(I1)‖1 ≤ ‖(AxL)Γ(I)‖1 ,

‖(AxJ0
)Γ(I′)∩Φ(I∪J∗∪M)‖1 + ‖(AxJ0

)Γ(I1)‖1 ≤ ‖(AxJ0
)Γ(I)‖1 ,

‖νΓ(I′)∩Φ(I∪J∗∪M)‖1 + ‖νΓ(I1)‖1 ≤ ‖νΓ(I)‖1 ,

2ε‖xI1‖1 + 2ε‖xI′‖1 ≤ 2ε‖xI‖1 .

This proves the claimed bound on ‖xI − x∗
I‖1.

The following theorem is a simple consequence of Lemma 4.

Theorem 5. Let I ⊂ {1, 2, . . . , n} be a given set of coordinate positions, with |I| ≤ s/2. Suppose
that {J,M} is a partition of the set of remaining coordinates {1, 2, . . . , n} \ I where the set M
satisfies

(∀i ∈ I)(|Γ(i) ∩ Γ(M)| ≤ αd) ,

with α < 1/2 − 2ε. It holds that

‖xI − x∗
I‖1 ≤ (1/2 − 2ε− α)−1(2ε‖xI∪J‖1 + 1

d‖νΓ(I)‖1) .

We will now state a lemma for a special case when it is known that all elements of I have
“many” unique neighbor nodes, and the remaining elements have a well determined structure of
intersections with the neighbors of I.

Lemma 6. Let {I, J, L,M} be a given partition of {1, 2, . . . , n} with the following properties:

• |I| ≤ s/2 and (∀i ∈ I)(|Γ(i) ∩ Φ(I ∪M)| ≥ (1− α)d), where α < 1/2;

• (∀l ∈ L)(|Γ(l) ∩ Γ(I)| ≤ βd);

• Let ∆ = 1
d‖(AxJ + ν)Γ(I)∩Φ(I∪M)‖1.

It holds that ‖xI − x∗
I‖1 ≤ (1/2 − α)−1(β‖xL‖1 + ∆).

Proof. The proof is a simpler version of the previous proofs. For any i ∈ I consider the multiset
φ(i) = {cv1

, cv2
, . . . , cvl

} such that vk are the indexes from Γ(i)∩Φ(I ∪M) (therefore l ≥ (1−α)d).
The estimate x∗

i will have a rank between d/2− (d− l) and d/2 with respect to the multiset φ(i). In
other words, at least (1/2− α)d elements of φ(i) are not larger than x∗

i , and at at least (1/2− α)d
elements of φ(i) are not smaller than x∗

i . Therefore in any case (xi < x∗
i or xi > x∗

i ) we have that

‖(Ax{i} − c)Γ(i)∩Φ(I∪M)‖1 ≥ (1/2 − α)d |xi − x∗
i | .

By aggregating over all i ∈ I ′ we get that

(1/2− α)d ‖xI − x∗
I‖1 ≤ ‖(AxI − c)Γ(I)∩Φ(I∪M)‖1 ≤

≤ ‖(AxL∪J + ν)Γ(I)∩Φ(I∪M)‖1 ≤
≤ ‖(AxL)Γ(I)‖1 + ‖(AxJ + ν)Γ(I)∩Φ(I∪M)‖1 .

Similarly as earlier we observe that

‖(AxL)Γ(I)‖1 ≤
∑

l∈L

‖(Ax{l})Γ(I)‖1 =
∑

l∈L

|Γ(l) ∩ Γ(I)| · |xl| ≤
∑

l∈L

βd|xl| = βd‖xL‖1 .

The claimed bound on ‖xI − x∗
I‖1 now easily follows.
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The following corollary is an obvious consequence of Theorem 5.

Corollary 7. Suppose that noise ν is zero. For any λ ≥ 1,

∣

∣

{

i ∈ {1, 2, . . . , n} : |xi − x∗
i | >

8ε

1− 4ε

λ

s
‖x‖1

}∣

∣ <
s

2λ
.

3.3 Approximation guarantees

In this section we finish the analysis of the approximation error. We start by showing that the set
Ī contains all “important” coefficients of the vector x.

Lemma 8. ‖x− xĪ‖ ≤ 1−8ε
1−16ε ‖x− xK‖1 + 4

(1−16ε)d‖ν‖1 .

Proof. Let K1 = K \ Ī . If K1 = ∅ then the claim is clearly true. In general we need to show that
‖xK1

‖1 is not much larger than ‖xĪ\K‖1. Let I ′ = {i ∈ Ī : |Γ(i)∩Φ(Ī)| ≥ (1−4ε)d}\K. According

to Lemma 2, it is |I ′| ≥ 1
2 |Ī| − |K ∩ Ī| ≥ k − |K ∩ Ī | = |K1|. Since every coordinate of x∗

I′ is not
smaller than any coordinate of x∗

K1
we see that ‖x∗

I′‖1 ≥ ‖x∗
K1
‖1. Hence, ‖xI′‖1 + ‖xI′ − x∗

I′‖1 ≥
‖xK1

‖1 − ‖xK1
− x∗

K1
‖1, and so ‖xK1

‖1 − ‖xI′‖1 ≤ ‖xI′ − x∗
I′‖1 + ‖xK1

− x∗
K1
‖1.

An upper bound on ‖xI′−x∗
I′‖1 follows from Lemma 6, (in the context of Lemma 6 we have α =

4ε, β = 2ε, and ∆ = 1
d‖νΓ(I′)∩Φ(I)‖1). Therefore, ‖xI′ −x∗

I′‖1 ≤ (1/2−4ε)−1(2ε‖x−xĪ‖1 + 1
d‖ν‖1).

To bound ‖xK1
− x∗

K1
‖1 we apply Theorem 5, which gives ‖xK1

− x∗
K1
‖1 ≤ (1/2 − 4ε)−1(2ε‖x −

xĪ‖1 + 1
d‖ν‖1). Combining the obtained inequalities we get that

‖x− xĪ‖ ≤ ‖x− xK‖1 + ‖xK1
‖1 − ‖xI′‖1

≤ ‖x− xK‖1 + ‖xI′ − x∗
I′‖1 + ‖xK1

− x∗
K1
‖1

≤ ‖x− xK‖1 +
8ε

1− 8ε
‖x− xĪ‖1 +

4

(1− 8ε)d
‖ν‖1 ,

which implies the claimed bound.

Lemma 9. Suppose that (∆ij)1≤i<j≤p is a sequence of real values that satisfy for each i

p
∑

j=i+1

∆ij ≤ ρ(∆i + ∆1i + . . . + ∆i−1 i) ,

where ρ and ∆i are some constants, with 0 < ρ < 1. Let ∆ denote
∑

i ∆i. The following inequality
holds:

∑

i≥1

∑

j>i

∆ij ≤
ρ

1− ρ
∆ .

Proof. We have that

∑

i≥1

∑

j>i

∆ij ≤
∑

i≥1

ρ
(

∆i +

i−1
∑

k=1

∆ki

)

= ρ∆ + ρ
∑

l≥1

∑

m>l

∆lm .

As a result, (1− ρ)
∑

i≥1

∑

j>i ∆ij ≤ ρ∆.
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Theorem 10. Given a vector c = Ax + ν, the algorithm returns approximation vector x̂ satisfying

‖x− x̂‖1 ≤
1− 4ε

1− 16ε
‖x− xK‖1 +

6

(1− 16ε)d
‖ν‖1 .

where K is the set of the k largest (in magnitude) coordinates of x.

Proof. Let R = {1, 2, . . . , n} \ Ī and ∆j = 1
d‖(AxR + ν)Γ(I′j)∩Φ(Ij)‖1, j ≥ 1. Denoting ∆ =

∑

j ∆j ,

we have that

∆ ≤ 1

d
‖(AxR + ν)Ī‖1 ≤ 2ε‖xR‖1 +

1

d
‖ν‖1 .

When we write x∗
I′j

it formally means x∗
I′j

(cj), where cj is the value of vector c at the beginning of

the jth iteration of step 6 of the algorithm. By Lemma 6 it is ‖xI′1
− x∗

I′1
‖1 ≤ (1/2− 2ε)−1∆1. Let

ν ′ = A(xI′1
− x∗

I′1
) and ∆1j = 1

d‖ν ′
Γ(I′j)∩Φ(Ij)

‖1, for j ≥ 2. We have that

∑

j≥2

∆1j ≤
1

d
‖(A(xI′1

− x∗
I′1

))Γ(I2)‖1 ≤ 2ε‖xI′1
− x∗

I′1
‖1 ≤ 2ε(1/2 − 2ε)−1∆1 .

To bound ‖xI′2
− x∗

I′2
‖1 in the second step of the algorithm we will again use Lemma 6. Let

x′ = x− xI′1
. For the second step we can write that c = Ax′ + ν + ν ′, so ν + ν ′ is viewed as noise.

Since xI′2
= (x′)I′2 , through Lemma 6 we get that ‖xI′2

−x∗
I′2
‖1 ≤ (1/2−2ε)−1(∆2+∆12). In general,

let ∆ij = 1
d‖(A(xI′i

− x∗
I′i

))Γ(I′j)∩Φ(Ij)‖1, for j > i ≥ 1. Similarly as before we find that

‖xI′j
− x∗

I′j
‖1 ≤ (1/2 − 2ε)−1(∆j + ∆1j + . . . + ∆j−1 j) .

Further,

∑

l>j

∆jl ≤
1

d
‖(A(xI′j

− x∗
I′j

))Γ(Ij+1)‖1 ≤ 2ε‖xI′j
− x∗

I′j
‖1 ≤ 2ε(1/2 − 2ε)−1(∆j + ∆1j + . . . + ∆j−1 j) .

Denote the value 2ε(1/2 − 2ε)−1 by ρ. Summing the bounds on all the terms ‖xI′j
− x∗

I′j
‖1

produces
∑

j≥1

‖xI′j
− x∗

I′j
‖1 ≤ (1/2 − 2ε)−1

(

∆ +
∑

j≥1

∑

i<j

∆ij

)

= (1/2 − 2ε)−1
(

∆ +
∑

i≥1

∑

j>i

∆ij

)

≤ (1/2 − 2ε)−1
(

∆ +
ρ

1− ρ
∆

)

(By Lemma 9)

= (1/2 − 2ε)−1∆(1− ρ)−1 .

Now we can write:

‖x− x̂‖1 = ‖xR‖1 +
∑

j≥1

‖xI′j
− x∗

I′j
‖1 ≤

≤ ‖xR‖1 + ∆(1/2− 2ε)−1(1− ρ)−1 =

= ‖xR‖1 + ∆(1/2− 4ε)−1 ≤ ‖xR‖1
(

1 +
4ε

1− 8ε

)

+
2

(1 − 8ε)d
‖ν‖1 .

We finish the proof by plugging in the bound on ‖xR‖1 given by Lemma 8.
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A Space efficient method for computing Ī

We will describe how it is possible reduce the storage requirement to O(kd log n) bits, at the expense
of increasing the running time to O(nd log n). Some constant factors in the parameters have to be
increased as well. Suppose (in this paragraph only) that Ī is redefined so that the constant 2ε in
(2) is changed to 6ε (any value higher than 3ε would in principle work). Observe that any element
of Ī \ I that has at least (1 − 4ε)d unique neighbors within the set Ī \ I must have at least 2εd
neighbors shared with the neighbors of I. Therefore at least half of the elements of Ī \ I belong to
the set

T1 = {i ∈ {1, 2, . . . , n} \ I : |Γ(i) ∩ Γ(I)| ≥ 2ε} .

The algorithm first finds T1, which takes O(nd) time. The set Ī is initialized to I, and it will be
expanded incrementally. To efficiently determine T1 ∩ Ī the algorithm constructs a priority queue
over the set T1 with the priority of element i being |Γ(i)∩Γ(Ī)|; in this part the process is the same
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as earlier. Time O(kd) is spent on finding the intersection of T1 and Ī, since T1 can have at most
|I| = 2k elements. It is clear how the algorithm can proceed to run in total time O(nd log n).
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