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Abstract — We posit that we can generate more robust and
performant heuristics if we augment approaches using LLMs
for heuristic design with tools that explain why heuristics
underperform and suggestions about how to fix them. We
find even simple ideas that (1) expose the LLM to instances
where the heuristic underperforms; (2) explain why they
occur; and (3) specialize design to regions in the input space,
can produce more robust algorithms compared to existing
techniques — the heuristics we produce have a ∼ 28× better
worst-case performance compared to FunSearch, improve
average performance, and maintain the runtime.

1 INTRODUCTION

This paper asks whether LLMs can help design robust heuris-
tic (approximate) algorithms and whether “old-school” mod-
eling techniques, like heuristic analysis and combinatorial
reasoning, can help them do so more effectively1.
We need to “robustify” heuristics. Deployed heuristics

can fail in certain important edge-cases, which can cause
catastrophic impact [9], but operators often deploy them
anyway [8, 21, 30, 43, 44, 49, 50, 57, 61, 66] because they are
faster or more efficient than the optimal. Prior work has
found instances of such deployed heuristics that have severe
performance problems under practical workloads [9, 11, 49].
It is hard to design robust heuristics. Researchers have

tried to improve certain heuristics [1, 4, 5, 13, 15, 21, 23, 30,
34, 43, 44, 50, 51, 57, 65]. But the heuristic’s performance is
tightly coupled with the workloads and hardware — oper-
ators have to often re-design or change heuristics as those
parameters change. We need to reason across the problem
structure, the workload, the hardware, and the behavior of
other systems that interact with the heuristic to robustify it.

Our goal is to automate this process so that operators can
easily create robust heuristics for any hardware or workload.
This allows us to lower the risk of deploying these heuristics.

Recent works use LLMs to improve heuristics [25, 41, 60],
and companies have deployed the “synthetic” algorithms
they produce [25]. These solutions use LLMs in a search
process (e.g., genetic search) where the LLM produces new
heuristics based on feedback on the performance of those
it produced so far (§2). These tools “evaluate” the code the

1We discuss why LLM-based approaches are the right technique in §5

LLM produces on random samples from the input space (or
samples from their production workloads) — their goal is
to improve the average performance of the heuristic and
they often ignore important corner cases. We find these solu-
tions only scratch the surface of what’s possible: even simple
ideas that strategically select inputs (to evaluate the code on)
improve the worst-case performance of the heuristics they
generate in each step by ≥ 20% (Fig. 4)2
It is too much to ask LLMs to design robust heuristics:

we show heuristics they generate sometimes underperform
(Fig. 3). No matter how cleverly we prompt them, LLMs have
a limited circuit size and heuristic design is not a polynomial
time problem [2, 24, 58]. LLMs, on their own, often cannot
infer why and when a heuristic may underperform. This
limits their ability to improve the heuristic (§3).
We need heuristics that are resilient to edge-cases, ad-

versarial traffic, and diverse workloads. Workloads change
over time [56], and the performance of the heuristic on sam-
ples from past instances gives little insight about why the
heuristic underperformed and often none about how it may
perform on new workloads. This makes it hard to produce
robust designs. Past research in networking [5, 50, 57, 65] is
a good indicator that knowing why the heuristics underper-
form is the key that enables us (humans) to make progress
(§3.3) and it stands to reason the same may hold for LLMs.

We think traditional techniques can help, but we need
to enable the LLM to both use them and to interpret their
outputs. This is hard.

It would help to provide the LLM with information about
why the heuristic underperformed in each case. We need to
convert these “explanations” into a form that benefits the
LLM-based search: we find it is better to first use the LLM to
distill these insights into “suggestions” on how to improve
the heuristic (see Fig. 4).
Many heuristics are approximate solutions to NP-hard

problems. So, no matter how cleverly we prompt the LLM, a
general polynomial-time heuristic that would perform well
in the corner cases may not exist. We hypothesize it may be
easier to produce an ensemble of heuristics, each specialized
to regions of the input space, instead of a generalist that
would perform well across the entire space. We tried this
2We find the heuristics we generate (surprisingly) do not harm the runtime
and even improve the average performance of the heuristic (Tab. 1).
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Example LLM Suggestions:

1. "Select a small subset of heavy
demands that cross minimal cuts
for an exact multi-commodity flow
solver over the full graph; fix their
routes, then route all other demands
on the residual capacities greedily or
via the K-best multi-path approach."
2. "If a demand’s shortest path in-
cludes links whose utilization ex-
ceeds a set threshold (e.g., 70%),
trigger a capacity-aware multi-path
split: instead of dropping overflow
at the bottleneck, inflate saturated
link costs to find additional shortest
paths and split the flow across them."

Figure 1: Robusta uses heuristic analyzers in a loop with the LLM. The heuristic analyzer finds: (a) regions of the

input space where the heuristic underperforms (R1, R2); (b) explanations to guide the search. For each region, our

solution uses the LLM to suggest how to improve the heuristic for that region and then implements it based on

those suggestions. We can run (H1,H2) for inputs that come from their corresponding region.

idea: we found “good” subregions of the input space and used
the LLM to design specialized strategies for each one — the
heuristics the LLM produced were more robust (see §3.2)
compared to the unmodified process. It is hard to produce
good regions in general because it depends on the problem
structure and impacts the quality of the result.
Some of these problems are easier to tackle in the net-

working domain: (1) we have well-defined protocols that
standardize the network’s behavior — we can leverage the
predictability this brings to “simplify” the problem; (2) we
have a network topology in which we see “repeated” be-
haviors which we may be able to use to scale our solutions.
This intuition is the same that has enabled us to scalably ap-
ply techniques from programming languages to networking
problems in network verification (e.g., [8, 10, 16, 37]). We
expand on these opportunities as we discuss open questions.
Summary.We introduce Robusta (Fig. 1), a new solution
to LLM-based heuristic design; novel mechanisms that allow
us to address some of the challenges we discussed above;
and propose research directions that help address the others.
The design starts with a base-heuristic and uses heuristic
analyzers alongside calls to an LLM to partition the space
into regions; “explain” why the heuristic underperforms; and
derive “suggestions” on how to improve it. It then modifies
the search to (1) create a specialized heuristic for each region;
and (2) use the suggestions to find better heuristics. Our
initial results show the mechanisms we introduce are viable.

Our contributions are as follows:
• Wepropose a novel architecture for LLM-based heuris-

tic design through explanation-guided genetic search.
• We use a case study of a traffic engineering problem
to show these mechanisms are viable. We introduce

certain design principles and discuss techniques that
we found ineffective. We show Robusta finds heuris-
tics that are 28× better than the baselines.
• We discuss open questions and the opportunity to

solve them. We also describe how we may solve these
challenges and why they may be more tractable prob-
lems to solve in the networking space.

For our initial prototype, we use existing heuristic ana-
lyzers and algorithms that explain heuristic performance,
such as MetaOpt [49] and XPlain [31], but our architecture
is general and can support any similar tool.

2 BACKGROUND

Researchers and practitioners have used LLMs for program
synthesis. Many copilots provide an interactive framework
to help write programs [7, 20, 27, 35, 53], sometimes with
human guidance [12]. Others generate tests to enable LLMs
to critique their own outputs [40, 54, 59]. Researchers have
used formal methods to guide LLM-based synthesis across
domains such as program generation [22, 47], loop-invariant
inference [63], and network configuration management [46].
Recent work on LLM-based heuristic design presents a

new breakthrough [3, 25, 29, 41, 60, 64]. We discuss Fun-
Search [60] as an example. FunSearch uses genetic search al-
gorithms where the LLM does cross-over (combines different
heuristics to create stronger ones) and mutation (introduces
random changes to the heuristic to explore the space).

FunSearch’s algorithm starts with a set of base heuristics.
These heuristics are the initial seed to “clusters” which the
algorithm evolves over time. Users provide an “evaluation
function” that scores the heuristics based on the heuristic’s
performance on random samples from the input space.
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FunSearch iterates as follows: (1) it evolves the heuristics
within each cluster for a pre-specified amount of time; (2) it
then evaluates the heuristics in each cluster and assigns a
score to the cluster based on the best performing heuristic in
it; (3) the algorithm then removes half of the lowest scoring
clusters and spawns new ones to replace them. To seed the
new clusters, the algorithm uses the best heuristic from the
clusters that survived the previous round. The algorithm
terminates after a pre-set timeout.

3 THE PROMISE AND OPEN QUESTIONS

LLM-based program synthesis differs from FunSearch—and
from our focus—in an important way: synthesized programs
are typically judged as either correct or incorrect. Heuristics,
by contrast, lack such a binary criterion. Their evaluation
is based on performance, which is not only quantitative but
often nuanced.Which parts of the input spacematter? Should
we judge the heuristic based on its average performance?
on the tail performance? or the worst case? What input
distributions should we use to evaluate the heuristic? should
we focus on specific input instances or on the entire space?

If we measure its average performance, then we may po-
tentially mask the heuristic’s poor performance on rare (but
critical) inputs because of its strong performance elsewhere.
This is especially true when we evaluate the heuristic on
arbitrary or random samples from the input space.
A single counter-example rarely captures the full extent

of a heuristic’s weaknesses. A heuristic’s performance often
suffers under many different “types” of inputs, which makes
it harder to diagnose and improve. Many of these heuristics
try to find polynomial-time approximations for NP-hard
problems or faster heuristics for polynomial-time problems
(e.g., in traffic engineering). Often, no single fast heuristic
can performwell across the entire input space —we are more
likely to succeed with specialized heuristics that combine
multiple complementary strategies.
We next discuss these concepts in depth, show how they

help generate better heuristics through a concrete example,
and discuss open problems our community needs to solve in
order to apply these techniques in practical settings.

3.1 Adversarial samples or random ones?

FunSearch and similar algorithms evaluate heuristics they
generate on random samples over the input space and use
the result as feedback to guide the search. But such random
samples — especially those that come from a uniform (or
other ad-hoc) distributions — can miss important regions
of the input space. A heuristic may perform well on most
of these inputs, yet underperform on important practical
instances. Such instances occasionally do happen in real
workloads and cause severe consequences [9, 11, 49].
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Figure 2: We compare FunSearch with solutions where

we (1) focus on adversarial samples in each step (§3.1);

and (2) also incorporate “suggestions” in each step

(§3.3); on a traffic engineering problem. Dashed lines

report the lowest (best) suboptimality achieved for a

heuristic on training samples so far, and the solid lines

measure it for a held-out set of adversarial samples.

The suboptimality is the worst-case performance of a

heuristic compared to the optimal across all samples.

Promise. If we evaluate the average case performance of a
heuristic, we can mask the scenarios in which the heuristic
underperforms, especially if these occur in small pockets of
the input space. It is not easy for a user to modify the sam-
pling distribution to fix this issue (to increase the probability
that the evaluator draws samples from regions where the
heuristic may underperform) because they may not be able
to identify when, where, and how they should do so. But
we hypothesize if we bridge this gap we can then guide the
synthesis process towards more robust solutions.
Our preliminary results support this hypothesis. In ex-

periments where we targeted Microsoft’s traffic engineering
heuristic [33, 48]—which “pins” small demands to their short-
est paths and optimally routes the rest—we expose the LLM
to adversarial inputs (input instances that cause the largest
performance problems for the heuristic) and their individual
performance suboptimalities (the performance gap between
the heuristic and the optimal solution)3. We found that even
this simple signal allowed FunSearch to create heuristics that
outperformed (they had a lower suboptimality) what it found
before (Fig. 2). We describe the experiment details in §4.
Open questions. Ideally, we would revise the adversarial in-
puts at each iteration of the search process, since they evolve
alongside the heuristic. But most tools that produce adver-
sarial inputs require a mathematical model of the heuris-
tic [2, 8, 49]. We found LLMs, out of the box, could not pro-
vide suchmodels. Thus, in our experiments, we generated the
adversarial instances only for the base heuristic and reused

3We define the (overall) suboptimality as the worst-case suboptimalities
across all input instances
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to create specialized heuristics for each region (sepa-

rate regions) with one that generates a single heuristic

to operate over the entire space. We find specialized

heuristics outperform monolithic ones. The dashed

and solid lines show overall suboptimality so far on

training and held-out samples, respectively.

them to evaluate all subsequent heuristics during the search.
Even this limited signal was valuable.

Prior work has used LLMs to produce mathematical mod-
els for certain problems [36, 38] — we have reason to be
optimistic. Several domain-specific languages (DSLs) already
exist to make such modeling accessible—for example, MiniZ-
inc [45] and AMPL [26]. XPlain [31] introduces a DSL that
helps model heuristics as optimization problems. These DSLs
may enable LLMs to model heuristics automatically.

Another challenge is scalability. SMT-based [2, 8, 10] and
optimization-based heuristic analyzers [31, 49] are slow. This
is acceptable for offline analysis of a single heuristic, but it
becomes a bottleneck in search-driven synthesis frameworks
that need to quickly iterate over many heuristics. We can
mitigate this problem with domain-specific strategies. For
example, we can use partitioning techniques inspired by
NCFlow [1] and POP [51] to scale heuristic analysis for wide-
area networks [49]; or graph isomorphism for those that
target data centers [6, 14, 62]; or use specialized encodings
to analyze queues or schedulers [8, 49]. But we need more
research to automatically find and apply the appropriate
scaling strategy (and maybe even more than one).

3.2 Ensemble of heuristics or just one?

Inputs in different regions of the input space often exhibit
shared structural properties which a specialized heuristic can
exploit. An ensemble of specialists is likely to outperform
generalists that FunSearch-like techniques produce.
Promise.Weuse XPlain [31] to partition the input space into
regions where the base heuristic underperforms. We then
compare the performance of two approaches: one where
FunSearch generates a single general-purpose heuristic, and
another where it synthesizes a separate heuristic for each
region, which we then combine into an ensemble (Fig. 3).

In our experiments, one region of the input space con-
sisted of scenarios with a few large demands that shared
bottlenecks with many smaller flows. The base heuristic,
which “pins” small demands to their shortest paths, per-
formed poorly here: it pre-committed small flows to a route
and left insufficient capacity for larger demands. The special-
ized heuristic reversed this order: it sorted demands by size
and allocated capacity to larger flows before smaller ones.
While the heuristic above may not always perform well

(it is slower since it does not remove as many demands from
the optimization as the base and since it prioritizes large
demands its mistakes are more costly) but it improves per-
formance in this region. Microsoft deployed the “pinning”
heuristic because such skewed demands are less common.
But recent work has shown when such demands happen in
practice they can degrade performance by 30% [49]. Through
this specialized heuristic, we can have the best of both worlds
and switch to the specialized heuristic when we see demands
that fit this pattern.

Operators can either inspect the demand in each iteration
to select an appropriate heuristic, or run multiple heuristics
in parallel and pick the best.
Open questions. We used regions that trigger a similar
behavior in the base heuristic [31]. But there are other vi-
able approaches. For example, symbolic execution tools such
as Klee [18] allow us to find equivalence classes of inputs
that trigger the same code-paths in an algorithm — we can
view each such code path in the optimal algorithm, the base
heuristic, or the Cartesian product of both as a new region.

There is an opportunity to define these regions in a domain-
specific way and based on practical insights. For example,
graph-partitioning algorithms [17, 52] generate good equiv-
alence classes for traffic engineering heuristics. We need to
develop techniques to select the best approach automatically.
Our approach is expensive at larger scales. We hypoth-

esize that the principle of bounded model checking may
help. It may be possible to (1) derive the regions for lower-
dimensional inputs and then project them into regions in the
higher-dimensional space; and/or (2) find “concepts” that
describe how to improve the heuristics based on inputs
in lower-dimensions and then apply those concepts in the
higher-dimensional space (this is somewhat similar to [55]);
and/or (3) express partitions in a “scale-invariant” DSL. The
LLM itself may help enable such solutions.

We have some evidence that this may work. We used our
approach and a medium sized (see §4) topology to generate
more robust heuristics and then evaluated the heuristics
we generated on a large one (one with 196 nodes and 486
edges). The worst suboptimality (as determined by running
a heuristic analyzer on the larger topology) was 46% on the
larger topology whenwe ran the base heuristic. The heuristic
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Figure 4: Explanations benefit the search. We consider

one step of the search process and see that we can find

better heuristics if we first “explain” why a heuristic

underperforms. We can improve the approach further

if we convert these explanations into suggestions on

how to improve the heuristic. We evaluate all of the

approaches on a held-out set of adversarial samples.

we created based on the smaller topology, without further
modification, reduced this to 27%.
We defined regions statically (we define them once and

we analyze the base heuristic to do so). The base heuristic
we start with may not be a good one — this heuristic just
seeds the process and is only meant as a starting point for the
search. It may be unwise to define the regions based on this
heuristic. We can solve this problem if we instead define the
regions based on the optimal algorithm instead (but this can
be too slow in most cases) or if we re-evaluate the regions as
we find better heuristics during the search. How and when
to apply each approach is an open problem.

3.3 Do explanations help?

Researchers have worked to improve networking heuristics
for decades. SWAN [30] designed an algorithm that out-
performed the traffic engineering solution Danna et al. [21]
had proposed and Soroush [50] then design an algorithm
that improved it further. Cassini [57] improves Themis [43].
TACCL [61] improves MSCCL [19] which is itself outper-
formed by [66]. PACKs [5] designs a new packet scheduling
algorithm that improves upon SP-PIFO [4] and AIFO [65].
Most of these works identify why a heuristic underper-

forms and address that root cause directly. For example, to
improve max-min fair resource allocation algorithms, re-
searchers found the core difference between the heuristics
and the optimal was in the heuristics’ ability to approxi-
mately sort demands based on how much capacity the al-
gorithm assigned to them [21, 30, 50]. Each new solution
targeted this root cause and achieved better and better ap-
proximations more quickly. We find a similar methodology
in the novel heuristics designed by the MetaOpt authors [49]
for the demand-pinning heuristic in traffic engineering and
for the SP-PIFO packet scheduling algorithms. The CCAC

authors [2] also did the same for congestion control. We thus
think explanations are the key to better heuristic design.
Promise. Fig. 4 confirms this. We evaluate whether explana-
tions improve the quality of the heuristic the LLM produces
in each step of the search (we can think of this as a single-
shot experiment where we only run one step of the search).
We show the result of the full (where we approximate the
explanations in each step) search in Fig. 5.
The vanilla approach prompts the LLM to improve the

base heuristic. The “samples” approach changes the prompt
to include samples that cause the heuristic to underperform
(this captures the idea that “adversarial samples” can help
design better heuristics). The “samples and explanations”
approach feeds the LLM decision differences (similar to that
in prior work [31, 64]) that characterizes where the heuristic
and the optimal took different actions for the same inputs
in the sample-set. The suggestions approach first converts
the samples and explanations into “suggestions” (through
calls to the LLM) for how to improve the heuristic; feeds
the suggestions into the LLM one at a time to create new
heuristics; and returns the best one. Each approach prompts
the LLM ten times to create a new heuristic and reports the
best performance across these ten heuristics.
Suggestions are the most effective. This is because, if we

directly include the samples and explanations, we increase
the length of the prompt which degrades the LLM’s perfor-
mance (it is well-known that LLM’s performance degrades
on longer contexts [28, 39, 42]). Suggestions summarize the
relevant information in these inputs and shorten the context.
Higher dimensional samples obscure the root cause for

LLMs and humans alike and degrade performance further.
Our results show the baseline improves on lower-dimensional
samples. But we need large enough instances so that we can
trigger the mechanisms that cause the heuristic to underper-
form (some problems may only manifest at large enough di-
mensions). Suggestions may help summarize such instances.
Open questions. The above points to an interesting prop-
erty. If the principles of bounded model checking apply then
it is better to first find the smallest instance where we can
observe the heuristic’s performance problems and try to im-
prove it with samples and explanations we find in that scale.
This is hard as the right scale can depend on the heuristic
itself and other aspects of the problem.

How can we explain why a heuristic underperforms? Prior
works show initial steps towards such explanations [8–10,
31], but none can analyze the code the LLM generates.

While we show suggestions help FunSearch, it remains an
open question (once we find a way to automatically gener-
ate suggestions to improve new heuristics) how to use these
suggestions throughout the search and whether updated sug-
gestions can result in further gains (in our evaluations in
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§4 we generate approximate explanations but exact expla-
nations can help improve the results even more). The LLM
often suggests multiple mechanisms for howwe can improve
the heuristic, we currently use each one to start the search
but it remains open how to use them during the search to
either create new clusters (§2) or update existing ones.

4 EVALUATION

We propose Robusta, that incorporates these ideas (Fig. 1).
In each step, Robusta evaluates the new heuristics the LLM
produced, finds new adversarial samples (and maybe new
regions), and suggests how to improve the heuristic. We then
use the LLM to implement the suggestions and improve the
heuristics in each step. The rest is similar to FunSearch (§2).

We evaluate a simple execution of this design end-to-end.
To mimic explanations throughout the process we “approxi-
mate” them: we use the adversarial inputs we found for the
base heuristic as inputs to the heuristics the LLM produces
in each step of the search and then map the output to the
edges in the XPlain DSL (these edges capture the “actions”
the heuristic takes — we ignore the node behaviors in the
DSL which enforce the heuristic behavior as we have already
concretized those actions). This approach is approximate be-
cause the initial adversarial regions may not contain samples
that make the new heuristic underperform.
As the search progresses the heuristic improves and we

have less and less samples where the heuristic underper-
forms. This continues until we no longer have enough infor-
mation to generate meaningful suggestions — we no longer
create suggestions after this point.
We experiment with a traffic engineering heuristic [49]

which “pins” small demands to their shortest path and op-
timally routes others. We use a 20-node, 30-link sub-graph
of the CogentCo topology from the Topology Zoo [32]. We
impose a runtime limit of 120 second across all heuristics,

Method

Max suboptimality

(% of base suboptimality)
Mean suboptimality

(% of base suboptimality)
Runtime

(× the base)
Robusta 0.5% 0.01 ± 0.002% 1.00×
FunSearch 14 % 2.07 ± 0.097 % 0.96×

Table 1: Robusta outperforms FunSearch.

matching the runtime of the base heuristic on this topology.
This implicitly gives feedback to the LLM about the runtime.

We use MetaOpt [49] to find adversarial samples where
the base heuristic underperforms. MetaOpt [49] is a heuristic
analyzer that takes a model of the optimal solution to a prob-
lem and the heuristic and finds input instances that cause
that heuristic to underperform. To find multiple adversarial
inputs we implement the idea in XPlain [31] which extends
MetaOpt to find adversarial subspaces (regions of the input
space where the heuristic underperforms).
We use Open-AI’s o4-mini and repeat each experiment

20 times to account for the randomness in the results. To
evaluate each approach we use 1500 held-out samples (we
use the same set to evaluate each approach) which we do
not expose the LLM to when we create the heuristics.
We evaluate the performance of each algorithm across

50 “step” where a step is one where each island produces a
new heuristic. We report “normalized suboptimality” values
where the suboptimality is the maximum difference between
the performance of the heuristic and that of the optimal al-
gorithm, and we normalize by the suboptimality of the base
seed heuristic. Our results (Tab. 1 and Fig. 5) show Robusta
produces heuristics that have 28× better worst-case perfor-
mance, and ∼ 200× better performance on average compared
those FunSearch creates. The runtime of the heuristics the
two approaches create is similar.

5 THE PATH FORWARD

We described how we can help LLMs design better heuristics
and open questions in this space (§3). We did not discuss a
number of other aspects of this problem:
Are LLMs the right method to use? We posed a spe-
cific question: can explanations help LLM-based search al-
gorithms create better heuristics? But it is unclear whether
LLMs are the right tool to use. We think they might be: they
are flexible and provide a convenient user interface. We need
more research to evaluate what the potential downsides of
such solutions are and their potential impact.
Applications in other areas in networking. Recent work
has applied heuristic analyzers to failure analysis problems [11]
where they find the set of probable failures that cause the net-
work to experience the worst-case performance compared to
its healthy state. There may be an opportunity to extend the
approaches we discuss here and use Robusta to help with
capacity planning under failures.
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The impact on average performance and runtime.We
spent most of this paper on how to make heuristics more
robust. We control the runtime of the heuristics we generate
through explicit timeouts which is why all of our improved
heuristics have the same runtime as the base one. Our evalu-
ation showed the new heuristics also improved average case
performance. This may not always be the case and we need
more research to balance between these two objectives.
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A APPENDIX

In this section, we provide an in-depth examination of the
various components of our design.

A.1 Suggester LLM

Robusta uses a per-region Suggester LLM (Fig. 1) to provide
suggestions for writing heuristics.
For each region R𝑖 , constructed by the Heuristic Ana-

lyzer (Sec. 3.2), we run a two–stage Suggester LLM pipeline
(Fig. A.1): (1) a Pattern Analysis model that abstracts the fail-
ure patterns of the current heuristic within R𝑖 (denoted by
H 𝑡

𝑖 ), and (2) a Suggest Improvement that provides suggestions
to improve heuristic, that the Heuirstic Writer subsequently
uses.
Pattern Analysis LLM. It takes as input a balanced batch of
adversarial and normal samples inR𝑖 (Fig. A.1), and processes
them based on the prompt given in Fig. A.2. The prompt
includes a Problem Description that is problem-dependent
and is provided by the operators.
Suggest Improvement LLM. It takes as inputs the following
and processes them based on the prompt in Fig. A.3:
(1) Pattern analysis result from the pattern analysis LLM.
(2) Short, human-readable explanations automatically pro-

duced by the Analyzer (§3.3) (e.g., “the heuristic routes
1→3 via 1→2→3, but the optimal uses 1→4→5→3
to bypass a congested hub cut”).

(3) The code of the current heuristicH 𝑡
𝑖 that has generated

the adversarial samples.
Why two LLMs? The decomposition mirrors what we ob-
served empirically in Fig. 4: a single prompt to both (i) distill
adversarial patterns and (ii) give suggestions to improve the
heuristic is too much to ask the LLM. Separating the failure
patterns from the code suggestion yields ideas that are (a)
more focused, (b) targeted at the root cause of underperfor-
mance, and (c) less entangled with superficial features.

A.2 Heuristic Writer

Robusta’s Heuristic Writer is a FunSearch-style loop that
repeatedly asks an LLM to produce a new heuristic from
𝑘 parents. In each step, it evaluates the new heuristic on
a training batch (randomly selected from samples of the
region), and keeps the new heuristic only if it improves the
current worst-case gap on the batch or is diverse from the
rest. We pass some of the worst adversarial samples from
the parents and the suggestions to the LLM (Fig. A.4). If the
new heuristic fails, we attempt to fix it for a small number
of times (e.g., 3 times) using a fix prompt call to an LLM
(Fig. A.5).

Algorithm 1 Robusta’s Heuristic Writer
Require: 𝐼 (Num islands), 𝑇 (max iterations)
Require: H0 (base heuristic to seed all islands)
Require: Dtrain (training batch), Dheld (held-out set)
Require: 𝑚 (worst-𝑚 samples to show the LLM)
Require: Πmut (mutation prompt template (Fig. A.4))
Require: Πfix (fix prompt template (Fig. A.5))
Require: S (Suggestions generated by Suggester LLM)
Require: Compile, Sim (compiler and simulator/evaluator)
Require: 𝑅fix (max automatic fix rounds)
Require: 𝐴 (archive size/pruning budget)
Require: 𝑝 (patience/early-stop window)
Require: Diverse(·) (diversity predicate of new code)
Ensure: Best heuristic (H ∗) and its held-out performance.
1: Initialize 𝐼 islands with the base heuristicH0
2: for 𝑡 ← 1 to 𝑇 do

3: for all islands 𝑗 ∈ {1, . . . , 𝐼 } do ⊲ run in parallel
4: Select best parents in island 𝑗 by tournament on worst-

case gap.
5: Build mutation prompt (parent code, worst-𝑚 samples,
S) using Πmut.

6: Query LLM to get candidate code; compile and simulate
on Dtrain.

7: if candidate fails to compile/simulate then
8: Attempt up to 𝑅fix automatic fix rounds.
9: if candidate improves worst-case gap (or ties but is

Diverse) then
10: Add it to the island 𝑗 .
11: Prune archives to size 𝐴, re-initiate islands, and checkpoint
12: if no improvement for 𝑝 iterations or worst-case gap == 0

then

13: break

14: return best heuristic overall; report held-out performance on
Dheld.

Runtime choice. Keeping 𝑘=1 (one parent→ one child) and a
small number of islands keeps the search simple, cheap, and
interpretable.
Fig.A.6 shows an improved heuristic for region 1 that

reduces the train and held-out gap to zero.

A.3 Robusta’s Ensemble Heuristic

Instead of using to a single global heuristic, Robusta uses a
regional ensemble heuristic E, where

E = {(R𝑖 ,H★
𝑖 )}𝑁𝑖=1,

where each region R𝑖 is a region of input space discovered
by the Heuristic Analyzer (§3.2/§A.1), and H★

𝑖 is the best
heuristic specialized to that region, obtained by evolving the
common baseH0 with the Suggester + Writer loop (§1). For
each input, Robusta runs the corresponding heuristic for
the region to which the input belongs.



Robust Heuristic Algorithm Design with LLMs

R1

Region R1 with
adversarial ( ) and
normal ( ) samples

Pattern Analysis LLM

Pattern Analysis Result

1. Elephant-and-Mice Mix:

A single “mice” demand 1→3
exists while there are "elephant"
demands like 1→2.
2. Hub-Cut Congestion" Mul-
tiple demands all pass through
one “hub” node, overloading its
capacity. The greedy method fills
each cut edge in turn and then
rejects further demand, while
the optimum reroutes portions
around less congested links.

1 2 3

4 5

100 100

50

50
50

Heuristic Optimal

Region R1 explanation:

In adversarial samples,
Heuristic takes 1-2-3 path for
demand 1→ 3, but Optimal

takes 1-4-5-3 path.

Suggest Improvement LLM

H 𝑡
1 : Current Heuristic operating on R1

Suggestions

Figure A.1: Suggester LLMPipeline. For each regionR𝑖 , we run a two-stage pipeline: (1) Pattern Analysis LLM, which,

given a balanced batch of adversarial and normal samples, abstracts the failure patterns of the current heuristic;

and (2) Suggest Improvement LLM, which, using the pattern-analysis result, Analyzer-provided explanations (§3.3),

and the code of heuristic, proposes concrete suggestions.

FromH0 toH★
𝑖 . Starting from the shared base heuristic

H0, we run, for each region R𝑖 , the two–stage Suggester
(pattern analysis→ suggestions) followed by the Heuristic
Writer (§A.2). The Writer produces a sequenceH0→H 1

𝑖 →
. . .→H★

𝑖 that monotonically reduces the worst-case gap
inside R𝑖 on training batch.
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Pattern Analysis Prompt

Problem Description:
You are an expert in analyzing heuristic performance difference between the optimal solution and the heuristic solution
in the Traffic Engineering problem. In this problem, we have a topology with nodes and directed edges with limited
capacity. The inputs are the demands between the nodes. The goal is to route the maximum amount of traffic between
the nodes in the network. Your final goal is to help design a better heuristic. Be concise and to the point.

Instructions:
Please analyze these samples and identify patterns causing performance gaps between the heuristic and the optimal
solution:

Tasks:
1. Compare the adversarial and non-adversarial sample sets (top num_samples each) and list patterns that correlate with
a large heuristic-optimal gap.
2. For each pattern, provide a concise natural-language description.
3. Combine the findings with region description (green boundary).

Examples of adversarial ( ) samples: . . .
Examples of normal ( ) samples: . . .

Figure A.2: Pattern Analysis Prompt
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Suggest Improvement Prompt

Problem Description:
You are an expert in analyzing heuristic performance difference between the optimal solution and the heuristic
solution in the Traffic Engineering problem. In this problem, we have a topology with nodes and directed edges
with limited capacity. The inputs are the demands between the nodes. The goal is to route the maximum amount
of traffic between the nodes in the network. Your final goal is to help design a better heuristic. Be concise and to
the point.
We have analyzed the performance of a heuristic and the optimal solution on a set of samples.
Pattern Analysis:

Heuristic code:

Explanations:

We also found out that the following decisions are the most likely to cause the gap:

Task:

Please suggest ideas for improvements to the heuristic:
1. What modifications could prevent these gaps?
2. What additional network metrics should be considered?
3. What alternative routing strategies might work better?
4. How can we better handle congestion and load balancing?
5. Is there a way to run optimal on a subset of the problem? For example, a subset of demands or graph?
6. Propose ideas for improvements.

Your task is to list up to {n} concrete, different idea that would reduce the gap.
In order to do your task:
1. Examine the adversarial patterns and the decision differences.
2. From those patterns, extract up to one improvement idea likely to improve the heuristic.
3. For each idea, provide a detailed (at least 100 words), code-agnostic explanation and reasoning.

– Requirements –
• Do not write code, only suggest ideas.
• Do not suggest ML approaches requiring lots of training data.
• Provide a thorough explanation of each idea.
• Explain so the reader can implement it themselves.

– Output Format –

[
{
"idea": "...",
"reasoning": "..."
},
{
"idea": "...",
"reasoning": "..."
}

]

H0: Base Heuristic

Pattern Analysis Result

Decision differences from Heuristic Analyzer

Figure A.3: Suggest Improvement Prompt
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Robusta’s Heuristic Writer Prompt

Problem Description:
You are an expert in analyzing heuristic performance difference between the optimal solution and the heuristic
solution in the Traffic Engineering problem. In this problem, we have a topology with nodes and directed edges
with limited capacity. The inputs are the demands between the nodes. The goal is to route the maximum amount
of traffic between the nodes in the network. Your final goal is to help design a better heuristic. Be concise and to
the point.

Task:

Your task is to design a new heuristic different than the Parent heuristics.

Parent Heuristic (1):

Here is a parent heuristic:
```python
{code}
```

– Worst Performing Samples for the Parent Heuristic (1) –
The *Parent* heuristic performed poorly on the following samples compared to the optimal solution:
Examples of adversarial ( ) samples for the parent (1): . . .

– Suggestions to improve the Parent Heuristic (1) –
You can use the following observations/suggestions to improve the parent heuristic:

... Add (k) Parents

– Requirements –
Based on the parent heuristics above, first analyze the pros and cons of each, and then design a new heuristic that
performs better. You can use the suggestions to improve the parent heuristics if you want.

– Output Format –

[
{
"code": "def run_heuristic(...):\n # Your implementation here\n",
"reasoning": "..."
}

]

Suggestions

Figure A.4: Robusta’s Heuristic Writer Mutation Prompt
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Fix Prompt

System Instruction:
You are an expert Python developer. You are given a code that is not working as expected.
You are given an error message. You need to fix the code.

Code to fix:
```python
{self.helper_code}
{code}
```

Error:
```
{error}
```

Task:
Fix the code and return ONLY the complete fixed code (no fences).

Figure A.5: Fix prompt given to the LLM when a mutated heuristic fails to compile or simulate.
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Figure A.6: Robusta’s improved heuristic for region 1 (H1)

from typing import Dict, Any, List

from collections import defaultdict

def run_heuristic(graph: Graph) -> Dict[str, Any]:

# Phase 1: Greedy routing on top-K shortest paths.

demands = [d for d in graph.demands if d.demand > 0]

for d in sorted(demands, key=lambda x: x.demand, reverse=True):

remaining = d.demand

try:
paths = graph.get_shortest_paths_between_pair(d.source.name, d.target.name, k=3)

except Exception:

paths = graph.find_all_paths_between_pair(d.source.name, d.target.name)

for p in paths:

cap = p.min_remaining_capacity

if cap <= 1e-9:

continue
flow = min(cap, remaining)

if flow <= 1e-9:

continue
graph.add_flow_to_path(p, flow)

remaining -= flow

if remaining <= 1e-6:

break

# Phase 2: Local re-optimization around high-utilization edges.

utilization = graph.get_edge_utilization() # {edge: utilization}

hotspots = sorted([e for e, u in utilization.items() if u > 0.8],

key=lambda e: utilization[e], reverse=True)[:3]

for edge in hotspots:

# Build region around the hot edge

region = {edge.source, edge.target}

for e in graph.edges:

if e.source in region or e.target in region:

region.add(e.source)

region.add(e.target)

region_edges = [e for e in graph.edges if e.source in region and e.target in region]

region_demands = [d for d in graph.demands if d.source in region and d.target in region]

if not region_demands:

continue
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Figure A.7: Robusta’s improved heuristic for region 1 (H1) (cont.)

# Construct subgraph

name_map = {n.name: Node(n.name) for n in region}

sub_edges = [

Edge(name_map[e.source.name], name_map[e.target.name], e.capacity)

for e in region_edges

]

sub_demands = [

Demand(name_map[d.source.name], name_map[d.target.name], d.demand)

for d in region_demands

]

subg = Graph(list(name_map.values()), sub_edges, sub_demands)

# Reset flows in region

for e in region_edges:

e.flow = 0.0

graph.active_paths = {

p: f for p, f in graph.active_paths.items()

if all(ed not in region_edges for ed in p.edges)

}

# Solve exact multi-commodity flow on the subgraph

try:
result = find_optimal_flows(subg)

opt_graph = result.get("graph", subg)

for path_sub, flow in opt_graph.active_paths.items():

if flow <= 1e-9:

continue
real_edges = []

for e_sub in path_sub.edges:

real = graph.get_edge(e_sub.source.name, e_sub.target.name)

if real is None:

real_edges = []

break
real_edges.append(real)

if real_edges:

graph.add_flow_to_path(Path(real_edges), flow)

except Exception:

continue

# Compute and return metrics

total_met = sum(graph.active_paths.values())
total_unmet = sum(d.demand for d in graph.demands) - total_met

return {

"total_met_demand": total_met,

"total_unmet_demand": total_unmet,

"graph": graph

}
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