DejaVu: A Complex Event Processing System
for Pattern Matching over Live and Historical Data Streams

Systems @ ETH ziricn ] ] ] ] ]
Nihal Dindar, Peter M. Fischer, Nesime Tatbul @ ETH Zurich
Motivation DejaVVu Query Processing Engine Optimizing PCQ Processing SQL-based Uniform Query Languagel! z
» Find patterns on both live and archived data streams » Extends relational database engine MySQL by *Cost -model based optimizations, ﬁE;EJT symbolL, initPricel., minPriceL., nitPriceA, ... :
as well as detecting correlations among them * pattern matching (semantic windows) both architectural and algorithmic: StockLive MATCH RECOGNIZE ( _gi
 Use cases: financial data analysis, healthcare * continuous query life cycle pattern computation before live- PARTITION BY symbol =:
monitoring, supply chain management, etc. » Pattern expressions composable with SQL archive correlation MEASURES ALng;' AS Syg‘go“_—’ PA-_F’”EG AS InitPriceL, ¥
* Automata-based pattern computation *lazy archive pattern computation ONE ROW PER M ,§T£,L'C€) e 33
Goals » Optimizations to reduce pattern matching cost recent input buffering AFTER MATCH SKIP TO NEXT ROW | ;;
Design and implement a CEP system that * Input sharing *query result caching LNACT:$EE£ANE(I>I\TBA+L) MATER i Ef.'(';em ek i
- detects and correlates patterns e state minimization | | *Join source ordering DEFINE /* A matches any row */ ) g
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